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软件开发规范 - 设计编码部分
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你想问编码规范。还是设计规范 还是界面规范 还是操作规范  
  
编码规范：  
 代码书写规范（如程序结构。。。）  
 代码注释规范（文件头注释、类注释、方法注释、注释的类型。。。）  
 代码命名规范（属性、方法、字段、事件、。。。如何是规范命名）

一般系统的功能项目文件夹结构

Common

DLL

Entity

"项目"+BLL

"项目"+DAL

市场API或功能

DLL 放置引用的第三方DLL和生成的DLL在这个文件夹

"功能"+API 开发的API功能的项目

Document 文档

TestUi 测试UI

现在我们C# code要优化的方向有三个: 总框架由大到小的控制，系统配置的统一化，异常捕捉和处理。

另外一个是我们之前没有定义系统各模块的单据、数据项和数据流，就会造成开发的过程中经常要返工补漏洞。导致测试的时候才发现漏掉一些功能。